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Abstract

After explicitly observing the design criteria of two popular block ciphers, namely PRESENT and GIFT, we have proposed a new S-box that would be useful for designing a new light-weight block cipher, we name it as ULBC. The primary goal of the S-Box is to reduce the implementation cost, and make it cheaper than the two block ciphers GIFT and PRESENT. In this design, we have also developed a new property like BOGI which would be extremely helpful in building light-weight block ciphers. Depending on this property we can appropriately design permutation layer, such that no bad output will go bad input. ULBC is composed of a S-box, associated bit wiring and key schedule. Also, we have produced some of cryptanalytic attacks to assure certain security level. We have used two different methods to calculate differential characteristics and
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linear approximation. By using \(^*-\text{DDT}\) method we have produced tight bounds of them. We find that 24 rounds are sufficient to resist some cryptanalytic attack. It is also found that by using this cipher 64-bits plain-text can be encrypted into 64-bits cipher-text.

**Keywords:** Light-weight block cipher; S-box; BOGI.

1 Introduction

Lightweight encryption is very important field in sense of IoT. For connecting the different devices in a single network for collecting and exchanging data over Internet securely (means maintaining authenticity and integrity) with or without help of human interaction is IoT. In IoT, Things are devices which creates a link between the physical and digital words, after connecting to the internet. IoT is used in so many devices like digital machine, sensors, RFID tags, actuators and mobile phones. Now data processing and protocols have to be designed by low computing power, small area, limited battery supply and small memory size, which also provide data security, data authenticity, data integrity, confidentiality. Resources include area, memory size, processing power, power consumption and energy. Many IoT devices are considered as low resource device [1].

Major security mechanism demands higher computation power and more resources. For balancing data security and constrained resources lightweight ciphers are required. Since reverse encryption is very easy and stream ciphers don’t have diffusion property, in between Block cipher and stream cipher, Block cipher is more essential schemes. This cryptogaphic scheme applies a deterministic algorithm with symmetric key to encrypt a block of text, rather than encrypting one bit at a time as in stream cipher. Designing of block cipher depends on three principles namely (i) high speed (ii) low area (iii) area performance trade off. A block cipher consists of linear and nonlinear layer. As linear operations are very much friendly with speed, speed only depends on nonlinear operations. In lightweight cryptography designer’s focus has been predominantly to minimize the hardware area. Choosing 4 bit Sbox is better than 8-bits Sbox. To design a lightweight block cipher, designing a Sbox with balanced component function, high nonlinearity, high algebraic degree, low differential uniformity, low linearity, BOGI property, no fixed point [2] and designing a permutation layer and round key generation play important role. First, we have to focus on analysing implementation cost. Then design permutation in such a manner that good diffusion property will be achieved, otherwise single trail will be noticed, then it will be easy to attack. Counting number of active S-boxes after different number of rounds is one more important thing in perspective of Linear and Differential cryptanalysis. In Differential cryptanalysis, fix input and output difference and repeatedly search the next best possible differential characteristic, then add the probabilities. At present MILP is very crucial supporting tool for linear and Differential cryptanalysis.

Through MILP we can minimize number of active S-boxes and characteristics of block ciphers can be represented by linear constraints. Actually, each cryptanalysis will be mapped to a Optimization problem. In November 2011, Nicky Mohua, Wang, preneel and Gu started using this tool for Differential and Linear cryptanalysis of cipher Enocoro-128v2, AES. They provide a c-program for differential cryptanalysis of AES, which generate a lp file, used CPLEX optimization studio to solve it. In 2013, Sun et. al. provides two different methods for cryptanalysis namely H-representation method and Logical Condition Modelling. They have discussed Differential attack on XBlocck cipher, PRESENT-80, LBlock, SIMON, PRESENT-128, DES(L). In these two methods we get minimum number of active S-box in differential and linear trail for different rounds. We use second method, i.e., Logical condition modelling in calculating number of active S-box of our cipher ULBC. After that in 2015, Abdelkhaled et. al. proposed new method for calculating such bounds namely, \(^*-\text{DDT}\) method. Here we split DDT table in separate tables with fixed probability equals 1 and all others are zero. By using this method, we not only calculate active S-box, we get associated probability of such S-boxes. So, we will get more tight bound.

1.1 Related works

In IBM research program, Horst Feistel designed Lucifar in 1971. Lucifar is 128-bits key and 128-bit block length first invented block cipher. So many cipher designs are submitted in this research project, some of these
In 1998, ANSI X9.52 and FIPS 46-3 introduced the Triple-DES encryption algorithm. DES-X, GDES, DESL and DESXL were proposed later on. James Massey and Xuejia Lai designed International Data Algorithm (IDEA) in 1991. This is an iterative block cipher and also it is oldest SPN cipher. In operates on 64 bit blocks and keysize is 128 bits. MESH, the cast Family are formed from inspiration of the block cipher IDEA. For erase out the drawbacks of DES or IDEA, Bruce Schneier designed block cipher Blowfish in 1993. It has a 64-bits block size and key length in 448 bits, which is 16-round Feistel cipher. RC5, is a block cipher designed by RON Rivest in 1994 and published in 1995, which is widely used block cipher. Key sizes can vary from 0 to 2048 bits and block sizes can be 32, 64 or 128 bits. In the year 1997, the block cipher SQUARE is invented by Joan Daemen and Vincent Rijmen. SQUARE is a APN with eight rounds, handling on 128-bit blocks and taking a 128-bit key. Twofish also is submitted to the AES context in 1998 by Bruce Schneier, John Kelsey, Doug Whiting, Wagner, Chris Hall and Niels Ferguson. In uses the same Feistel structure a DES. The block size is 128-bits and key size is of 128, 192 or 256-bits. Skipjack is a block cipher designed by US National Security Agency, which is 64-bit block cipher and unbalanced Feistel Network, uses 80-bits key. RC6 is evolution of RC5. It became one of the five finalists, which is designed by RON Rivest with Matt Robshaw, Ray Sidney and Yigun Lisa Yin in 1998. Like RC5, it is also Feistel design.

Anderson, Biham and Knudsen designed a block cipher named Serpent in 1998. In become one of five finalists. It has block size of 128 bits and supports a key size of 128, 192 and 256. It is 32 round Substitution Permutation Network operating on a block of four 32-bits words. MISTY-1, MISTY-2 and KASUMI are 64-bit block ciphers designed by Matsui with 128 bit secret key. MISTY-1 and KASUMI are type-I Feistel Network and MISTY-2 is Matsui Network [3].

In January 1997, NIST launched a contest to find replacement of DES. Rijndael [4] is the winner of AES contest, which is designed by Joan Daemen and Vincent Rijmen. It is a SP network with 10, 12 or 14 rounds for key sizes of 128,192 and 256 bits respectively. Francois-Xavier Standaert et al designed block cipher ICEBERG in 2004, which is 64-bit block cipher and key size is 128 bits. This cipher uses two different 4-bit S-boxes called \( S_0 \) and \( S_1 \), where each round consists a S-box layer and two linear diffusion layer that sandwiches the key mixing. The block cipher HIGHT is introduced by NSRI, this is used as a standard encryption algorithm in South Korea. This is 8-branch type feistel network. In 2007 CLEFIA is developed by Sony and University of Nagoya, which is also 128 bit type 2 feistel network. By designing properly permutation layer, we can eliminate the problem. In PRESENT, all are good output, in GIFT all bad output will go to good input in one round, whereas in our cipher bad output will go to good input after three rounds. We have seen that PRESENT S-box has XOR count 9. RECTANGLE S-box has XOR count 7 and GIFT S-box has XOR count 7. To minimize
implementation cost we had been trying to minimize XOR count, which is an important criterion. ULBC S-box has XOR count 6. Three or four rounds, as any cipher achieves security after so many rounds, so this will not be any issue.

As we know \{\text{NOT, NAND, NOR}\} as N-operations cost 1 unit and \{\text{XOR, XNOR}\} as X-operation cost 2 units. Under this metric, we found that PRESENT Sbox requires 4N+9X operations, which has cost 22 units. While RECTANGLE Sbox requires 4N+7X operations, which has cost 18 units. GIFT S-box has 4N+6X operation. Implementation cost of GIFT S-box is 16 units. Implementation cost of ULBC S-box is 16 units. Differential and linear cryptanalysis are most powerful technique in security analysis of block cipher. Differential uniformity and linearity of PRESENT are 4 and 6 respectively. Differential uniformity and linearity of GIFT are 6 and 4 respectively. But Differential uniformity and linearity of ULBC are 4 and 4 respectively.

2 Preliminaries

DDT: Difference Distribution Table
LAT: Linear Approximation Table

2.1 Properties of S-Box

- **Algebraic Degree**: The algebraic degree, \(\deg(f)\), is the number of variables in the highest order term with non-zero coefficient.
  Algebraic degree of this S-box is 3.

- **Balancedness**: In mathematics and computer science, a balanced Boolean function is a Boolean function whose output yields as many 0s as 1s over its total input set. This means that for a uniformly random input string of bits, the probability of getting a 1 is \(\frac{1}{2}\).
  Here each component function of S-box function should be balanced i.e., they should produce same number of 0’s and 1’s in truth table representation.

- **Differential Uniformity**: Maximum value in DDT table for nonzero input and output difference corresponding to S-box.

- **Linearity**: Maximum value in LAT table for nonzero linear input sum and output sum corresponding to S-box.

- **Differential and Linear Branch Number**: Differential and Linear Branch Number of an \(n \times n\) S-box is denoted as \(\text{DBN}(S)\) and \(\text{LBN}(S)\) respectively and defined as

\[
\text{DBN}(S) = \min_{\delta \neq 0, \Delta \neq 0, \text{DDT}(\delta, \Delta) \neq 0} \{\text{wt}(\delta) + \text{wt}(\Delta)\}
\]

where \(S(x) \oplus S(x \oplus \delta) = \Delta\); and

\[
\text{LBN}(S) = \min_{\alpha, \beta \in \mathbb{F}_2^2, C_S(\alpha, \beta) \neq 0} \{\text{wt}(\alpha) + \text{wt}(\beta)\}
\]

where

\[
C_S(\alpha, \beta) = \sum_{x \in \mathbb{F}_2^n} (-1)^{S(x) + \alpha x}
\]

Differential and Linear branch number of our S-box is 2. Branching number of PRESENT block cipher is 3 and branching number of GIFT block cipher is 2.

- **BOGI Property**: In PRESENT block cipher no single bit input difference produce single bit output difference. So BOGI Property [6] is not required since all input and output are good. In DDT table single bit input difference may produce single bit output difference with non-zero probability. BOGI means Bad output should go to good input. For example
Here Bad inputs are all non-zero row. Good inputs are all zero row. Bad outputs are all non-zero column, good outputs are all zero column. Bad inputs are \{0001, 1000\}. Good inputs are \{0010, 0100\}. Bad outputs are \{0010, 0100\}. Good outputs are \{0001, 1000\}. We observe that Bad output and Good inputs are same. This implies in first round if Bad output occurs and bit permutation is as PRESENT block cipher, then input difference 0010 will go difference 0010, which may cause of attack if in second round input bit difference 0010 produce output bit difference 0010 with non-zero probability. As bad output does not produce bad input with non-zero probability, in second round after applying S-box good input occurs. So, in second round all single bit difference does not go single bit difference, thus each single bit difference affects two bits of output difference. From our DDT table we see that input difference 0001 may create output difference 1000.

Table 1. BOGI property

<table>
<thead>
<tr>
<th></th>
<th>0001</th>
<th>0010</th>
<th>0100</th>
<th>1000</th>
</tr>
</thead>
<tbody>
<tr>
<td>0001</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>0010</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>0100</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1000</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

After permutation it goes to 0100. If the input difference is 0100, it may create 0100. After applying permutation fourth bit of an S-box of next round is affected. So, difference will be 1000. As single bit difference 1000 does not go to any single bit difference. Now if the S-box output bit difference is 0010, we apply such a permutation that it affects first bit of an S-box of second round. 0001 goes to 1000 for single bit to single bit movement. After applying permutation 1000 goes to 0100. 0100 may create difference 0100, after permutation it goes to 1000, which does not go to single bit difference.

Now if the input difference is 0100, it may create 0100. After applying permutation fourth bit of an S-box of next round is affected. So, difference will be 1000. Next if the input difference is 1000, it does not go to any single bit difference. Thus after 3 rounds no single trail we will get.

0001  0100  0100  0100  0100  0100  0100  0100  0100  0100  0100  0100  0100  0100  0100  0100  0100  0100

Thus, for secured cipher, there has to be at least one good input. Otherwise, we will get a single trail of active S-boxes. Here we observe that unlike GIFT block cipher, after certain rounds bad output goes to good input.

### 3 ULBC Block Cipher: Specification and Design Rationale

This section proposes our new SPN based ultra-lightweight block cipher.
3.1 Specification

The block length of this cipher is 64 bits. In each round 3 steps are performed, namely, sub cell, permutation bit, add round key. The cipher accepts 64-bit plaintext to generate ciphertext. Then all steps are performed one by one.

☐ **Sub Cell:** To minimize area we have used 4-bit S-box. 4-bit to 4-bit S-box \( S : \mathbb{F}_2^4 \rightarrow \mathbb{F}_2^4 \) of our cipher is given by

<table>
<thead>
<tr>
<th>x</th>
<th>0</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
<th>F</th>
</tr>
</thead>
<tbody>
<tr>
<td>S[x]</td>
<td>2</td>
<td>F</td>
<td>0</td>
<td>8</td>
<td>6</td>
<td>1</td>
<td>E</td>
<td>4</td>
<td>5</td>
<td>A</td>
<td>B</td>
<td>3</td>
<td>9</td>
<td>C</td>
<td>D</td>
<td>7</td>
</tr>
</tbody>
</table>

Here 64-bit \( p_0 p_1 p_2 \ldots p_{63} \) input is taken and divided into 16 parts \( (x_0 x_1 \ldots x_{15}) \), each part contains 4 bits. Then apply S-box function to each of the part and get the output of sub cell.

☐ **Bit Permutation:** The bit permutation used in our cipher is given by the following table, where each bit is taken as \( i \).

<table>
<thead>
<tr>
<th>( i )</th>
<th>0</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>10</th>
<th>11</th>
<th>12</th>
<th>13</th>
<th>14</th>
<th>15</th>
</tr>
</thead>
<tbody>
<tr>
<td>( P[i] )</td>
<td>16</td>
<td>17</td>
<td>35</td>
<td>50</td>
<td>49</td>
<td>0</td>
<td>19</td>
<td>34</td>
<td>33</td>
<td>48</td>
<td>3</td>
<td>18</td>
<td>17</td>
<td>32</td>
<td>51</td>
<td>2</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>( i )</th>
<th>16</th>
<th>17</th>
<th>18</th>
<th>19</th>
<th>20</th>
<th>21</th>
<th>22</th>
<th>23</th>
<th>24</th>
<th>25</th>
<th>26</th>
<th>27</th>
<th>28</th>
<th>29</th>
<th>30</th>
<th>31</th>
</tr>
</thead>
<tbody>
<tr>
<td>( P[i] )</td>
<td>5</td>
<td>20</td>
<td>39</td>
<td>54</td>
<td>53</td>
<td>4</td>
<td>23</td>
<td>38</td>
<td>37</td>
<td>52</td>
<td>7</td>
<td>22</td>
<td>21</td>
<td>36</td>
<td>55</td>
<td>6</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>( i )</th>
<th>32</th>
<th>33</th>
<th>34</th>
<th>35</th>
<th>36</th>
<th>37</th>
<th>38</th>
<th>39</th>
<th>40</th>
<th>41</th>
<th>42</th>
<th>43</th>
<th>44</th>
<th>45</th>
<th>46</th>
<th>47</th>
</tr>
</thead>
<tbody>
<tr>
<td>( P[i] )</td>
<td>9</td>
<td>24</td>
<td>43</td>
<td>58</td>
<td>57</td>
<td>8</td>
<td>27</td>
<td>42</td>
<td>41</td>
<td>56</td>
<td>11</td>
<td>26</td>
<td>25</td>
<td>40</td>
<td>59</td>
<td>10</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>( i )</th>
<th>48</th>
<th>49</th>
<th>50</th>
<th>51</th>
<th>52</th>
<th>53</th>
<th>54</th>
<th>55</th>
<th>56</th>
<th>57</th>
<th>58</th>
<th>59</th>
<th>60</th>
<th>61</th>
<th>62</th>
<th>63</th>
</tr>
</thead>
<tbody>
<tr>
<td>( P[i] )</td>
<td>13</td>
<td>28</td>
<td>47</td>
<td>62</td>
<td>61</td>
<td>12</td>
<td>31</td>
<td>46</td>
<td>45</td>
<td>60</td>
<td>15</td>
<td>30</td>
<td>29</td>
<td>44</td>
<td>63</td>
<td>14</td>
</tr>
</tbody>
</table>

☐ **Key Schedule:** As encryption algorithm is publicly available, Key Schedule Algorithm and secret key is very crucial in designing block cipher. Round keys have to be independent, otherwise it can not resist Key schedule attack. According to NIST minimum key length to resist brute force attack is 112 bits [7].

We choose 128 bit key register. Here we specify adding round key and round constants. 64-bit key \( K = u_0 v_0 u_1 v_1 u_2 v_2 u_3 v_3 u_4 v_4 u_5 v_5 u_6 v_6 u_7 v_7 \ldots u_{28} v_{28} u_{29} v_{29} u_{30} v_{30} u_{31} v_{31} \) extracted from 128 bit key state. If cipher state is \( s_i, i=0,1,\ldots,63 \), adding round keys is given by

\[
\begin{align*}
  s_{4i+1} &= s_{4i+1} \oplus u_{2i} \quad \text{for } i=0,1,\ldots,15 \\
  s_i &= s_i \oplus 1 \quad \text{for } i=62 \\
  s_{4i+3} &= s_{4i+3} \oplus v_{2i+1} \quad \text{for } i=0,1,\ldots,15
\end{align*}
\]

Now 6-bit round constant \( c = c_0 c_1 c_2 c_3 c_4 c_5 \) is xored in the following bits

\[
\begin{align*}
  s_2 &= s_2 \oplus c_0 \\
  s_6 &= s_6 \oplus c_1 \\
  s_{10} &= s_{10} \oplus c_2 \\
  s_{14} &= s_{14} \oplus c_3 \\
  s_{18} &= s_{18} \oplus c_4 \\
  s_{22} &= s_{22} \oplus c_5
\end{align*}
\]
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Key register update: In every round after extracting round key, key register must be updated. 128-bit state key is divided into 8 parts, each part contains 16-bits i.e. \( \text{statekey} = k_0k_1...k_7 \). Now key register is updated as follows:

\[
k_0||k_1||...||k_7 = k_7 >> 12 || S(k_0)||k_1||...||k_6
\]

where \( >> i \) is an i-bit left rotation within a 16-bit word and \( S(k_0) \) means applying S-box function to each nibble of \( k_0 \).

Design of our cipher is given as follows:

3.2 Design rationale

Choice of the S-box: We have seen that PRESENT S-box has XOR count 9. RECTANGLE S-box has XOR count 7 and GIFT S-box has XOR count 7. To minimize implementation cost, we have been trying to minimize XOR count, which is an important criterion. Our S-box has XOR count 6. This S-box is designed in a way that \( x_0x_1x_2x_3 \) is taken as input and \( y_0y_1y_2y_3 \) as output, which is given by:

\[
\begin{align*}
x_3 &= \text{XOR}(x_3, (x_1 * x_0)) \\
y_0 &= \text{XOR}(x_0, x_3) \\
x_1 &= \text{XOR}(x_1, y_0) \\
y_2 &= \text{XOR}(x_2, (y_0 * x_1)) \\
y_3 &= \text{XOR}(x_3, (x_1 * y_2)) \\
y_1 &= \text{XOR}(x_1, \text{NOT}(y_3 * y_2))
\end{align*}
\]

Here we list down all the properties of our S-box:

- Algebraic degree of this S-box is 3.
- All component functions are balanced.
- There is no fixed point.
- Differential uniformity is 4
- Linearity is 4.

The DDT Table 3 and the LAT Table 4 of our S-box are given in the next page.
Table 3. DDT table of S-box

<table>
<thead>
<tr>
<th>DIFF</th>
<th>0</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
<th>F</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>16</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>3</td>
<td>0</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>4</td>
<td>0</td>
</tr>
<tr>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>5</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>6</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>7</td>
<td>0</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>8</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>9</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>A</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>B</td>
<td>0</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>C</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>D</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>E</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>F</td>
<td>0</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

Table 4. LAT table

<table>
<thead>
<tr>
<th>SUM</th>
<th>0</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
<th>F</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>8</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>-4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>-4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>-4</td>
<td>0</td>
<td>-4</td>
<td>0</td>
</tr>
<tr>
<td>3</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>-4</td>
<td>0</td>
<td>-4</td>
<td>0</td>
<td>-4</td>
</tr>
<tr>
<td>4</td>
<td>0</td>
<td>0</td>
<td>-2</td>
<td>2</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>-2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>-2</td>
<td>0</td>
<td>4</td>
<td>0</td>
</tr>
<tr>
<td>5</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>-2</td>
<td>-2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>-2</td>
<td>0</td>
<td>4</td>
</tr>
<tr>
<td>6</td>
<td>0</td>
<td>0</td>
<td>-2</td>
<td>-2</td>
<td>-4</td>
<td>0</td>
<td>-2</td>
<td>-2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>-2</td>
<td>-2</td>
</tr>
<tr>
<td>7</td>
<td>0</td>
<td>0</td>
<td>-2</td>
<td>-2</td>
<td>0</td>
<td>0</td>
<td>-2</td>
<td>-2</td>
<td>0</td>
<td>-4</td>
<td>-2</td>
<td>-2</td>
<td>4</td>
<td>0</td>
<td>-2</td>
<td>-2</td>
</tr>
<tr>
<td>8</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>-2</td>
<td>-2</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>-2</td>
<td>-2</td>
<td>4</td>
<td>0</td>
<td>-2</td>
</tr>
<tr>
<td>9</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>-2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>2</td>
<td>-2</td>
<td>2</td>
<td>2</td>
<td>-2</td>
<td>-2</td>
</tr>
<tr>
<td>A</td>
<td>0</td>
<td>-4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>-2</td>
<td>-2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>B</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>-2</td>
<td>-2</td>
<td>2</td>
<td>2</td>
<td>-2</td>
<td>-2</td>
<td>-2</td>
<td>2</td>
</tr>
<tr>
<td>C</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>2</td>
<td>-2</td>
<td>-2</td>
<td>2</td>
<td>-4</td>
<td>0</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>D</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>-2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>-2</td>
<td>-2</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>E</td>
<td>0</td>
<td>0</td>
<td>-2</td>
<td>2</td>
<td>0</td>
<td>-4</td>
<td>-2</td>
<td>-2</td>
<td>-2</td>
<td>-2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>-4</td>
<td>0</td>
</tr>
<tr>
<td>F</td>
<td>0</td>
<td>0</td>
<td>-2</td>
<td>-2</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>-2</td>
<td>-2</td>
<td>-2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>0</td>
</tr>
</tbody>
</table>

4 Cryptanalysis

4.1 MILP Modeling for Differential and Linear Cryptanalysis

Whenever we design a block cipher, we have to provide some cryptanalytic attack resistant criteria. Among all of attacks differential and linear cryptanalysis are very important. In differential cryptanalysis we analyse how difference in plaintext moves towards in difference in ciphertext. Here we use the technique key Xoring can’t affect in differences. Thus only we have to lookout S-box and permutation. In S-box, from DDT table, we come to know which difference propagation is possible and which are not. Permutation is used as of it. Corresponding
to each difference propagation, a fixed probability is attained. Through H-representation, Logical condition Modelling and *-DDT method, we represent all linear inequalities corresponding to characterisation of LAT table in different ways. In wide trail strategy, we have to provide minimum number of active S-box with maximum differential probability. If number of active S-box is \(N_s\) and maximum differential probability is \(2^{-\delta}\), then maximum probability of the differential characteristics is bounded by \((2^{-\delta})^{N_s}\). Here the attacker can query \((2^{-\delta})^{N_s}\) pairs, as any differences is related to some plaintext and ciphertext. Query of attacker is upper bounded by \(2^{64}\), as it is 64-bit cipher i.e., \(\delta \cdot N_s > 64\). As \(\delta\) is fixed, we have to examine after what number of rounds, number of active S-box satisfy this property. Then we can conclude this fixed number of rounds is sufficient to resist differential attack.

In linear cryptanalysis we approximate S-box by a linear expression with good bias value (away from 0). By this process we can build up a relation between plaintext bits and the bits prior to last round and key bits. Each round approximate S-box by linear expression separately and by using pilling up lemma taking XOR sum of all expression, we can get required probabilistic relation with bias value. Actually, by deriving relations between plaintext, ciphertext and key bits, known plaintext-ciphertext attack can be done. For each plaintext-ciphertext partial decryption can be done by using all possible values related to key bits of linear approximation. Now if there is large number of plaintexts, ciphertext, calculate counter of each key equals total number of plaintext-ciphertext pair satisfies by this key value. Accurate key has counter value \(\frac{T}{2}\), where \(T\) is total number of plaintext-ciphertext pairs. In this attack, we can distinguish a cipher from random permutation and can recover some key bits immediately. In random permutation cases, all keys have counter value \(\frac{T}{2}\).

At first from S-box we can calculate LAT table, which represents bias of all linear expressions. From this table using H-representation, Logical Condition Modelling and *-DDT, we can derive constraints representing LAT table in different ways. Key Xor will not affect the bias value. Permutation is used as of it. In wide trail strategy, we have to provide minimum number of active S-box with maximum bias value. Depending on the number of active S-boxes, we can approximate the value of correlation potential or linear hull effect. on other way by *-DDT method we can exactly calculate bias value. If bias of linear characteristics is \(\epsilon\), correlation potential will be \(4\epsilon^2\). To resist linear attack, correlation potential have to be greater than \(2^{-n}\), where \(n\) is block length. Now for linear cryptanalysis, we have to calculate after how many numbers of rounds, this amount of correlation potential will be assured.

We use Mohua et. al.’s framework [4] for initially formulate S-box input-output, linear transformation, nonzero input. A new binary variable \(b_i\) is introduced corresponding to each bit-difference. The value of this binary variable is 1 if and only if the corresponding difference is nonzero.

There is a binary variable \(S_j\) corresponding to S-box. \(S_j\) takes value 1 iff input to this s-box is nonzero. As our main focus is to calculate minimum number of active S-box, the objective function will be \(\sum_j S_j\).

Now to formulate the concept \(S_j\) is 1 for non-zero input. Here for 4 \(\times\) 4 S-box the required constraints are given by

\[
\begin{align*}
S_j - b_jk \geq 0, & \quad k \in \{0, 1, 2, 3\} \\
S_j + b_jk \geq 0, & \quad k \in \{0, 1, 2, 3\} \\
\end{align*}
\]

where input difference to an S-box is \(b_{j0}b_{j1}b_{j2}b_{j3}\) and output to an S-box is \(y_{j0}y_{j1}y_{j2}y_{j3}\). The constraints to ensure that nonzero input difference in each S-box must results nonzero output difference are

\[
\begin{align*}
 b_{j0} + b_{j1} + b_{j2} + b_{j3} - i(j) \geq 0 \\
 y_{j0} + y_{j1} + y_{j2} + y_{j3} - o(j) \geq 0 \\
 i(j) - b_{j0} \geq 0, & \quad k \in \{0, 1, 2, 3\} \\
o(j) - y_{j0} \geq 0, & \quad k \in \{0, 1, 2, 3\} \\
i(j) - o(j) \geq 0 \\
o(j) - i(j) \geq 0 & \quad o(j) - i(j) \geq 0
\end{align*}
\]

Now to characterize DDT or LAT table as constraints of MILP, different methods are there. In H-representation method, Sun et al. first finds solution space bounded by possible values, then eliminating impossible one figure
out more accurate solution space. In Logical condition modelling, Sun et. al. [8] represent S-box as product of sum form of Boolean function. Each component term of function corresponds to one constraint of MILP. Abdelkhoake et al. in their paper [9] enlightening further a new way for tight bound of differential probability and linear hull apart from calculating number of active S-boxes.

4.1.1 H-representation for differential attack

As we know, convex hull of set of points is smallest convex set containing all points. It also can be described by solution of a set of finitely many equations and inequalities. This is called H-representation of convex hull.

Now to generate constraints related to actual characterization of DDT or LAT table, all possible input output differences taken as a point in \( \mathbb{R}^{2n} \), for \( n \times n \) S-box. Next, we have to compute H-representation of convex hull of all possible input output differential pattern. In sage math, define points related to all possible pattern, then generate a polyhedron. Next using inequality-generator, we can find out inequalities that bounds the feasible region. Each inequality cut out certain number of impossible differential patterns.

In our cipher we got 279 inequalities from H-representations. Using all these inequalities is very much time killing algorithm. Thus, there is a greedy algorithm to select best inequality from this huge number of inequalities. Best inequality is that inequality, which cut off maximum number of impossible patterns. Now select best inequality, such that maximum number of impossible patterns removed and remove these impossible one from total set of impossible patterns then continue similar process. After certain times, total set of impossible patterns will be nullified. Collect all best inequalities and use it in MILP program.

4.1.2 Logical condition modelling for differential and linear attack

To represent S-box, \( f(x, y) \) be a Boolean function of 2n bits inputs x and 1 bit output y. Now the value of \( f(x, y) \) is 1 if and only if input-output differential or linear pattern is possible in DDT/LAT and 0 otherwise. To describe all characteristics of DDT/LAT table, we have to generate linear inequality corresponding to impossible differential, such that the constraints exclude that impossible pattern. As there are so many impossible patterns, large no. of equation will occur. We have to minimize the no. of equations using QM-algorithm. In Logic Friday we enter the truth table corresponding to DDT/LAT table, to generate logic function corresponding to it. Minimizing by QM-algorithm logic function corresponding to DDT table is given by \( f(x, y) = \)

\[
(x_0 + x_1 + x_2 + y_1 + y_0)(x_0 + x_1 + x_2 + x_3 + y_1 + y_0)(x_0 + x_1 + x_2 + x_3 + y_1 + y_0 + y_2)(x_0 + x_1 + x_2 + x_3 + y_1 + y_0 + y_2 + y_3)(x_0 + x_1 + x_2 + x_3 + y_1 + y_0 + y_2 + y_3 + y_4)(x_0 + x_1 + x_2 + x_3 + y_1 + y_0 + y_2 + y_3 + y_4 + y_5)(x_0 + x_1 + x_2 + x_3 + y_1 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6)(x_0 + x_1 + x_2 + x_3 + y_1 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7)(x_0 + x_1 + x_2 + x_3 + y_1 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8)
\]

Then minimizing by QM-algorithm logic function corresponding to LAT table is given by \( f(x, y) = \)

\[
(x_0 + x_3 + y_0 + y_2)(x_0 + x_3 + y_0 + y_2 + y_3)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15 + y_16)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15 + y_16 + y_17)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15 + y_16 + y_17 + y_18)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15 + y_16 + y_17 + y_18 + y_19)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15 + y_16 + y_17 + y_18 + y_19 + y_20)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15 + y_16 + y_17 + y_18 + y_19 + y_20 + y_21)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15 + y_16 + y_17 + y_18 + y_19 + y_20 + y_21 + y_22)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15 + y_16 + y_17 + y_18 + y_19 + y_20 + y_21 + y_22 + y_23)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15 + y_16 + y_17 + y_18 + y_19 + y_20 + y_21 + y_22 + y_23 + y_24)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15 + y_16 + y_17 + y_18 + y_19 + y_20 + y_21 + y_22 + y_23 + y_24 + y_25)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15 + y_16 + y_17 + y_18 + y_19 + y_20 + y_21 + y_22 + y_23 + y_24 + y_25 + y_26)(x_0 + x_3 + y_0 + y_2 + y_3 + y_4 + y_5 + y_6 + y_7 + y_8 + y_9 + y_10 + y_11 + y_12 + y_13 + y_14 + y_15 + y_16 + y_17 + y_18 + y_19 + y_20 + y_21 + y_22 + y_23 + y_24 + y_25 + y_26 + y_27)
\]
where the number of terms is minimized by QM-algorithm. Now each term can be converted to an inequality. Constraint corresponding to first term of our logic function is given by

\[ x_0 + (1 - x_1) + x_2 + (1 - y_1) + (1 - y_3) \geq 1. \]

Number of active S-boxes in different rounds for differential attack are 1(1-round), 2(2-round), 3(3-round), 4(4-round), 5(5-round), 9(7-round), 11(8-round). Maximum differential probability in 8 round is \(2^{-22}\). Number of active S-boxes in different rounds for Linear attack are 1(1-round), 2(2-round), 3(3-round), 4(4-round), 5(5-round), 6(6-round), 7(7-round), 8(8-round), 9(9 round).

4.1.3 *-DDT

By using Logical Conditioning Model, we can calculate number of active S-box. By knowing this we can’t know S-box corresponding to which difference probability is active. From this we can only assure certain bounds of probability. To know the exact value, we have to use *-DDT method. In this method we generate linear constraints for a *-DDT based on logical condition modelling.

The idea is to split DDT table into multiple tables for each probability and assign different variable corresponding to different table. All the non-trivial entries of our S-box are either \(2(2^{-3})\) or \(4(2^{-2})\), and we prepare two separate table. In one table we put 1 for \(2^{-3}\) and 0 for others. Another one table is constructed by putting 1 for \(2^{-2}\) and 0 for others. The main DDT table is given below (see Table 5).

<table>
<thead>
<tr>
<th>DIFFERENCE</th>
<th>0</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
<th>F</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>16</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>4</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
</tr>
<tr>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>3</td>
<td>0</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>4</td>
</tr>
<tr>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>4</td>
</tr>
<tr>
<td>5</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>6</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>2</td>
</tr>
<tr>
<td>7</td>
<td>0</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
</tr>
<tr>
<td>8</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>9</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>A</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>B</td>
<td>0</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>C</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
</tr>
<tr>
<td>D</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>E</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>F</td>
<td>0</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

And the \(2^{-2}\)-DDT and \(2^{-3}\)-DDT are given below (see Table 6).
Next we introduce variables $Q_{2-3}, Q_{2-2} \in \{0, 1\}$ and conditional constraints such that the inequalities corresponding to table for $2^{-3}$ is effective only when $Q_{2-3} = 1$ and the inequalities corresponding to table for $2^{-2}$ is effective only when $Q_{2-2} = 1$. We also introduce another indicator variable $Q$ that takes 1 if S-box is active and 0 otherwise. We then set $Q = Q_{2-3} + Q_{2-2}$ for each S-box. If S-box is active, the set of linear inequalities for only one pb-DDT is imposed. Let $\langle \bar{a}, \langle \bar{x}, \bar{y} \rangle \rangle \geq b$ be linear inequalities, then the conditional constraints are represented by

$$< \bar{a}, (\bar{x}, \bar{y}) > + M(1 - Q_{pb}) \geq b$$

where $M$ is a sufficiently big integer.

The objective function will be minimizing $\sum -log_2(pb)Q_{pb}$.

Here our objective function is $3 * Q_{2-3} + 2 * Q_{2-2}$.

### Table 6. Split DDT table

<table>
<thead>
<tr>
<th>DIFF</th>
<th>0</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
<th>F</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>3</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>5</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>6</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>7</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>8</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>9</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>A</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>B</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>C</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>D</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>E</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>F</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>
Differential probability of our cipher using *-DDT method upto 9 rounds are $2^{-2}, 2^{-4}, 2^{-6}, 2^{-9}, 2^{-11}, 2^{-16}, 2^{-20}, 2^{-24}$. On taking average we can conclude that 24 rounds are required to resist differential attack. Bias value in Linear cryptanalysis of our cipher using this method upto 8 rounds are $2^{-2}, 2^{-3}, 2^{-4}, 2^{-5}, 2^{-7}, 2^{-8}, 2^{-10}, 2^{-11}$. On taking average it shows that 23 rounds are required to resist linear attack.

4.2 Invariant subspace attack

Key idea of Invariant Subspace Attack [10] on SPN is to find invariant affine subspace transition and related weak keys. By analysing weak keys, design a proper key schedule to rule out all types of invariant subspace transitions. In this kind of transition $SP : F^{2n}_2 \rightarrow F^n_2$ (keyless round function), if $u \oplus A$ is an affine subspace of $F^n_2$ and $u \oplus A \rightarrow v \oplus A'$, [11] then $v \oplus A'$ is also an affine subspace. Thus $u \oplus A$ transforms $v \oplus A'$, weak keys are in $A \cap A' \oplus u \oplus v$. Now if $A = A'$, $u \oplus A$ $\rightarrow$ $v \oplus A$ $\rightarrow$ $\text{key xor}$ $u \oplus A$. In Chosen Plaintext Attack, if all block of Plaintexts is in invariant subspace $A \oplus u$, ciphertext will be determined as it will be in same subspace.

Now using the idea $u \oplus A$ is affine subspace in $F^n_2$, $v \oplus A$ is also an affine subspace and after brute force search, we can find out one dimensional invariant subspace transitions and related weak keys.

\[
\begin{align*}
(0, 6) + 3 &\rightarrow (0, 6) + 4, \quad K \in \{0, 6\} + 1 = \{0, 6\} + 7 \\
(0, A) + 2 &\rightarrow (0, A) + 0, \quad K \in \{0, A\} + 2 = \{0, A\} + 8 \\
(0, D) + 0 &\rightarrow (0, D) + 1, \quad K \in \{0, D\} + 1 = \{0, D\} + C \\
(0, E) + 4 &\rightarrow (0, E) + 9, \quad K \in \{0, E\} + 3 = \{0, E\} + D
\end{align*}
\]

Also there are two 2-dimensional invariant subspace transitions

\[
\begin{align*}
0 \oplus \{0, 5, 9, C\} &\rightarrow 1 \oplus \{0, 3, 4, 7\}, \quad K = 1 \\
0 \oplus \{0, 4, B, F\} &\rightarrow 1 \oplus \{0, 8, 2, A\}, \quad K = 1
\end{align*}
\]

Now by observing weak key sets 1, 2, 8 are there. We Xor 4 to nibble, to get rid of invariant subspace transition. This way we can prevent invariant subspace attack.

4.3 Impossible differential attack

If input difference $\Delta_1$ can’t reach to output difference $\Delta_2$ after some particular rounds. Then $(\Delta_1, \Delta_2)$ is called impossible differential. By exploiting this property and choosing such kind of plaintext and its corresponding ciphertext, subkey values can be guessed by partial encryption and decryption. The related subkeys will be wrong. Thus, by the help of this property we can discard some subkeys. So possible subkey search space will be smaller.

Our cipher achieves full diffusion only after 3 rounds. By using MILP [12] and setting different input difference and output differences, we analyse the possible differential pairs and related S-boxes [13], [14]. We exhaustively tested input difference and output differences satisfying the following conditions:

- The input difference activates only first S-box.
- The output difference activates only on S-box at a time. For the first condition there are 15 such input differences. For the second condition there are $15 \times 16 = 240$ such output differences.

Hence, we tested $240 \times 15 = 3600$ pairs of input output differences. From search result, we can see that 1228 pairs are impossible in seven rounds. All these impossible differences will be possible in eight rounds.

5 Conclusion and Future Works

In this paper we have designed a new 64-bit block cipher namely ULBC, which has less implementation cost relative to other block ciphers. We have used two different methods to calculate differential characteristics and
linear approximation. By using *-DDT method we have produced tight bounds of them. 24 rounds are sufficient to resist some Cryptanalytic attack. By using this cipher 64-bits plain-text can be encrypted into 64-bits cipher-text. But in public domain message can be of any length, we have to encrypt messages with variable length and output certain desired bits. For this purpose, we have to select some block cipher modes.

In future, we are going to implement this cipher in different mode and want to see which mode is most compactable with this cipher.
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